### Topic 2.2 - Arrays

#### Introduction to Arrays

**Given the rainfall for 12 months of 2000 compute the average.**

double fall1, fall2, fall3, …. fall12; System.out.prinltn(“R.Fall month 1 : “); fall1 = console.nextDouble(); System.out.prinltn(“R.Fall month 2 : “); fall2 = console.nextDouble();

...

System.out.prinltn(“R.Fall month 12 : “); fall12 = console.nextDouble();

double total = fall1 + fall2 + … fall12; double average = total/12;

**fall1 fall1**

**fall12**

Too many variables. Prone to errors. Not practical!

Too many variables. Prone to errors. Not practical !
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**Arrays help us avoid declaring variables**

double[] fall = new double[12]; System.out.prinltn(“R.Fall month 1 : “);

fall[0] = console.nextDouble();

System.out.prinltn(“R.Fall month 2 : “); fall[1] = console.nextDouble();

...

System.out.prinltn(“R.Fall month 12 : “); fall[11] = console.nextDouble();

double total = fall[0]+fall[1]... fall[11];

double average = total/12;

**fall**

**fall[0] fall[1] fall[2]**

**fall[11]**

Does it make life easy? Not really! Many repetitive statements!
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#### Using a for loop to step through an array

double[] fall;

fall = new double[12]; // declaring array

// Reading values into array

**fall[0] fall[1] fall[2]**

for (int i = ; i < ; i++ ) {

System.out.prinltn(“R.Fall month”+i+”: “);

= console.nextDouble();

}

// Finding sum of array double total = ;

for (int i =

; i < ; i++)

**fall[11]**

total += ; average = total/12;
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Command Line arguments

•**Recall the main method takes as arguments a reference to an array of String:** **public static void main(String[] args)**

•**Arguments can be passed from another method or command line.**

•**The following program reads all the arguments and displays them one after another. The length field is an instance of an array object.**

public class TestCLine{

public static void main (String[] args)

{ for (int i=0; i<args.length; i++) System.out.println("argument "+(i+1+" = "+ args[i]);

}

}

Sample Input/Output
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![](data:image/png;base64,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)

Command Line arguments: Application

•Complete the program below for reading all numbers from command lines, adding and displaying sum.

•Hint: Double.parseDouble(String s) converts s to double equivalent.

Sample Input/Output

public class Sum{

public static void main (String[] args){ double total = 0;

for (int i=0; i<args.length; i++)

...

System.out.println("Sum of all numbers is " + total);

}

}
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|  |
| --- |
| What will be the output? (Trace) 25 |

|  |  |
| --- | --- |
| What will be the output? (Trace)   |  | | --- | | 26 | |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Arrays help us avoid declaring variables **The quantity of 5 items purchased and their unit prices are stored in arrays qty and unit respectively. Complete the program below to find the total cost.**   |  |  |  |  | | --- | --- | --- | --- | | qty[0] | 1.5 | unit[0] | 7.0 | | qty[1] | 5.0 | unit[1] | 6.0 | | qty[2] | 0.5 | unit[2] | 2.5 | | qty[3] | 2.5 | unit[3] | 4.5 | | qty[4] | 3.0 | unit[4] | 3.0 | |   import java.util.\*; public class Array2  { public static void main(String args[])  {  int vals[] = new int[5];  double qty[] = {1.5,5.0,0.5,2.5,3.0};  double unit[] = {7.0,6.0,2.5,4.5,3.0};  double tCost=0; … …  …  System.out.println("Total cost =“ + tCost);  }  }  27 |

## 

|  |
| --- |
| Exercise (Manipulating Array)   * The Fibonacci series s given by * 1 1 2 3 5 8 …   (3rd and subsequent terms sum of previous terms)   * You are required to find the first 20 elements using an array which has first two elements set to 1. * Finally print the array using a loop.   28 |

|  |
| --- |
| Exercise (Manipulating Array)    29 |

|  |
| --- |
| Array of Strings  * You are required to write a program that allows users to enter up to 20 titles of books storing the values entered in array of String references. * Then prompt user to enter the title he/she is searching. Display all matching titles (either partial or complete). * For partial matching you may use the method   int indexOf(String s) .  30 |

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Array of Strings (cont)  **import java.util.\*;**  **public class ArrayOfString{**   |  |  | | --- | --- | | Book[0] | “Intro to IT” | | Book[1] | “Java for beginners” | | Book[2] | “ Statistics 1” | | Book[3] | “The Double Helix” | | Book[4] | “Chemistry for Dummies” |   **public static void main(String args[]){**  **String Book[] = new String[5];**  **Book[0] = “Intro to IT”;**  **Book[1] = “Java for Beginners”;**  **Book[2] = “Statistics 1”;**  **Book[3] = “The Double Helix”;**  **Book[4] = “Chemistry for Dummies”;**  **System.out.println("The Book titles are:\n”);**  **for ( int i=0;i<Book.length;i++){**  **System.out.println(Book[i]+ “ ”);**  **}**  **}**  **}**  31 |

|  |
| --- |
| Array of Strings (cont)  Displaying book titles and book authors stored in different arrays  **import java.util.\*;**  **public class ArrayOfStringEx2{**  **public static void main(String args[]){**  **String Book[] = new String[5];**  **Book[0] = “Intro to IT”;**  **Book[1] = “Java for Beginners”;**  **Book[2] = “Statistics 1”;**  **Book[3] = “The Double Helix”;**  **Book[4] = “Chemistry for Dummies”;**  **String[] Authors={"Christene. C", "Peter. M ","Graig**  **K.","Graeme D.","Alex S."};**  **for ( int i=0;i<Book.length;i++){**  **System.out.println("The Author of Book '"+Book[i]+**  **"' is "+ Authors[i]);**  **}**  **}**  **}**  32 |

|  |
| --- |
| Array of Strings (cont)  Searching for all available books using a search keyword of a given length  **import java.util.\*;**  **public class ArrayOfStringEx2{**  **public static void main(String args[]){**  **Scanner sc=new Scanner (system.in);**  **String Book[] = new String[5];**  **Book[0] = “Java for Dummies”;**  **Book[1] = “Chemistry for Dummies”;**  **Book[2] = “Statistics 1”;**  **Book[3] = “The Double Helix”;**  **Book[4] = “Java for Advanced Programmers”;**  **String[] Authors={"Christene. C", " Alex S.", "Graig**  **K.","Graeme D."," Peter. M"};**  **System.out.println("Enter the search keyword”);**  **String keyword=sc.nextLine();**  **for ( int i=0;i<Book.length;i++){**  **if(keyword.substring(0,4).equals(Book[i].substring(0,4))){**  **System.out.println("Book '"+Book[i]+**  **"' Author is "+ Authors[i]);**  **}**  **}**  **}**  33 |

|  |
| --- |
| Array of Strings (cont)  Searching for all available books using the first letter ( alphabet)  **import java.util.\*;**  **public class ArrayOfStringEx2{**  **public static void main(String args[]){**  **Scanner sc=new Scanner (system.in);**  **String Book[] = new String[6];**  **Book[0] = “Java for Dummies”;**  **Book[1] = “Chemistry for Dummies”;**  **Book[2] = “Intro to Statistics”;**  **Book[3] = “The Double Helix”;**  **Book[4] = “Java for Advanced Programmers”;**  **Book[5] = “Intro to Business Statistics”;**  **String[] Authors={"Christene. C", " Alex S.", "Graig**  **K.","Graeme D."," Peter. M", “Craig H.”};**  **System.out.println("Enter the first letter of the book ”);**  **String first\_letter=sc.nextLine();**  **for ( int i=0;i<Book.length;i++){**  **if (first\_letter.charAt(0)==(Book[i].charAt(0))){ System.out.println("Book '"+Book[i]+**  **"' Author is "+ Authors[i]);**  **}**  **}**  **}**  **}**  34 |

|  |
| --- |
| Methods in Java  A Java method is a collection of statements that are grouped together to perform an operation.  **public static int methodName (int a, int b) {**  **//body**  **}**  **public static -> modifiers**  **int-> return type**  **methodName -> name of the method**  **a,b -> formal parameters**  **int a, int b -> list of parameters**  Method definition consist of a method header and a method body  **modifier returnType nameOfMethod(Parameter List) {**  **// method body**  **}**  35 |

|  |
| --- |
| Methods in Java (cont…)  **modifier:** defines the access type of the method and it is optional to use.  **returnType:** a value that may be returned by a method.    **nameOfMethod:** This is the method name. The method name and the parameter list form the *method signature.*  **Parameter List:** The list of parameters, it is the type, order, and number of parameters of a method. These are optional, method may contain *zero* parameters.  **method body:** The method body defines what the method does with statements.  36 |

|  |
| --- |
| Why use methods?   * It is common (good) practice to break up the implementation of a program into different methods, where each method performs a specific task that the larger program requires. * Methods often require some information to be supplied in order to perform the required task and can optionally return a result to the caller. * Any methods that you define must be part of a class – they cannot exist on their own. * Many common tasks have been implemented as methods in the Java API classes!   37 |

|  |
| --- |
| Method implementation   * The formal parameters in a method are essentially variables containing information that the caller has supplied. * You can (and should) declare local variables within a method if it needs to store or “remember” values as part of the task it is performing. * If the method has a non-void return type then it must return a literal value or variable of the corresponding type.   **public int multiply (int a, int b){**  **int product; // declaring local variable**  **// code to perform required task**  **product = a \* b;**  **// return statement needed here**  **return product;**  **}**  38 |

|  |
| --- |
| Calling methods  When creating a method, one defines what a method is to do. To use a method to perform its function, one has to call or invoke it.  There are two ways to call a method; the choice is based on whether the method returns a **value** or not and whether the method you call is in the **same class** or not ( *to be discussed later*)  When a program calls a method, program control is transferred to the called method. A called method returns control to the caller when its return statement is executed or when its method‐ending closing brace is reached.   * If the method returns a value, a call to the method is usually treated as a value. * If the method returns void, a call to the method must be a statement.   39 |

|  |
| --- |
| An example to demonstrate how to define a method and how to call it:  **class MethodDemo1 {**  **public static void main(String [] args){**  **int x = 5, y = 2;**  **int result;**  **result = multiply(x, y); // method call System.out.println(x + “ \* “ + y + “ = “ + result);**  **}**  **// method must be static because main() is static public static int multiply (int a, int b) {**  **int product;**  **product = a \* b;**  **return product; // return value to caller**  **}**  **}**  40 |

|  |
| --- |
| Parameter passing / return values  * In the previous example the variables ‘a’ and ‘b’ were passed along as actual parameters to the method call. * For primitive type parameters a copy of the value stored in the each actual parameter is passed along to the corresponding formal parameter within the method. * A copy of the value being returned is sent back to be stored in the corresponding variable   **result = multiply(x, y);**  41 |

|  |
| --- |
| More on return values  * It is possible to ignore the value being returned by a method.   **class MethodDemo2 {**  **public static void main(String [] args) {**  **int x = 5, y = 2;**  **multiply(x, y); // return value is ignored**  **}**  **// method must be static because main() is static public static**  **int multiply (int a, int b) {**  **int product;**  **product = a \* b;**  **return product;**  **}**  **}**  42 |

|  |
| --- |
| Methods without return values  * It is also possible to have methods which do not return a value to the caller by specifying the return type as ‘**void**’.   **class MethodDemo3 {**  **public static void main(String [] args) {**  **int x = 5, y = 2;**  **multiply(x, y); // no return value**  **}**  **// use void for the return type if the method**  **// does not need to return a value**  **public static void multiply (int a, int b) {**  **int product;**  **product = a \* b;**  **System.out.println(a + “ \* “ + b + “ = “ + product);**  **}**  **}**  43 |

|  |
| --- |
| Passing Parameter by Value **public class swappingExample {**  **public static void main(String[] args) {**  **int x = 30; int y = 45;**  **System.out.println("Before swapping, x = " + x + "**  **and y = " + y);**  **// Invoke the swap method**  **swapFunction(x, y);**  **System.out.println("\n Now, Before and After swapping values**  **will be same here :");**  **System.out.println("After swapping, x = " + x + "**  **and y is " + y);**  **}**  **public static void swapFunction(int x, int y) {**  **System.out.println("Before swapping(Inside), x = " + x + "**  **y= " + y);**  **// Swap x with y**  **int z = x;**  **x = y;**  **y = z;**  **System.out.println("After swapping(Inside), a = " + a + "**  **b = " + b);**  **}**  **}** 44 |

|  |  |
| --- | --- |
| |  | | --- | | * When a method is called, the actual parameter values are computed and passed into the formal parameter variables. * Thus, when a primitive is passed, any changes made to the formal parameter (the copy) will not affect the actual parameter (original) in the calling method. * However, when a reference to an object is passed, the formal parameters in the called method can be used to directly manipulate the original object. |  Primitives & Object references asarguments 45 |

|  |
| --- |
| Sample Program: Passing Primitives & Object references **class MyInt {**  **public MyInt(int n) { val = n; }**  **public void add(int n) { val += n; }**  **public int getVal() { return val; }**  **private int val;**  **}**  **public class PrimsAndObjects {**  **public static void main (String[] args) {**  **int num1 = 10;**  **MyInt num2 = new MyInt(10);**  **addOne(num1, num2);**  **System.out.println("primitive num1 = " + num1+**  **" object referred by num2 = " + num2.getVal());**  **}**  **public static void addOne(int x, MyInt y) {**  **x += 1;**  **y.add(1);**  **}**  **}**  46 |